Javascript as a client-side programming language

Javascript can run as a client-side or server-side language

Client-side: javascript is embedded in html page (in <script>…</script>), which is run in a web browser

Server-side: Node (based on Google’s V8 engine) is the compiler

# Javascript language

# Run Javascript with HTML

## Run Javascript in browser or Node

## Where to put Javascript

In HTML, JavaScript code is inserted between <script> and </script> tags.

<script>  
document.getElementById("demo").innerHTML = "My First JavaScript";  
</script>

**You can place any number of scripts in an HTML document.**

Scripts can be placed in the <body>, or in the <head> section of an HTML page, or in both.

Scripts can also be placed in external files of extension .js:

External file: myScript.js

function myFunction() {  
  document.getElementById("demo").innerHTML = "Paragraph changed.";  
}

External scripts are practical when the same code is used in many different web pages.

To use an external script, put the name of the script file in the src (source) attribute of a <script> tag:

Example: Instead of <script> …code… </script>, put the content …code… in an external file and add the following line

<script src="myScript.js"></script>

You can place an external script reference in <head> or <body> as you like.

The script will behave as if it was located exactly where the <script> tag is located.

# JavaScript Interact with users

## alert() to show a message, prompt() for input, confirm() for yes/no confirmation

As we’ll be using the browser as our demo environment, let’s see a couple of functions to interact with the user: alert, prompt and confirm.

### [alert](https://javascript.info/alert-prompt-confirm" \l "alert)

It shows a message and waits for the user to press “OK”.

For example:

alert("Hello");

The mini-window with the message is called a modal window. The word “modal” means that the visitor can’t interact with the rest of the page, press other buttons, etc, until they have dealt with the window. In this case – until they press “OK”.

### [prompt](https://javascript.info/alert-prompt-confirm" \l "prompt)

The function prompt accepts two arguments:

result = prompt(title, [default]);

It shows a modal window with a text message, an input field for the visitor, and the buttons OK/Cancel.

**Title** The text to show the visitor.

**Default** An optional second parameter, the initial value for the input field.

**The square brackets in syntax [...]**

The square brackets around default in the syntax above denote that the parameter is optional, not required.

The visitor can type something in the prompt input field and press OK. Then we get that text in the result. Or they can cancel the input by pressing Cancel or hitting the Esc key, then we get null as the result.

The call to prompt returns the text from the input field or null if the input was canceled.

For instance:

let age = prompt('How old are you?', 100);

alert(`You are ${age} years old!`); // You are 100 years old!

**In IE: always supply a default**

The second parameter is optional, but if we don’t supply it, Internet Explorer will insert the text "undefined" into the prompt.

Run this code in Internet Explorer to see:

let test = prompt("Test");

So, for prompts to look good in IE, we recommend always providing the second argument:

let test = prompt("Test", ''); // <-- for IE

### [confirm](https://javascript.info/alert-prompt-confirm" \l "confirm)

The syntax:

result = confirm(question);

The function confirm shows a modal window with a question and two buttons: OK and Cancel.

The result is true if OK is pressed and false otherwise.

For example:

let isBoss = confirm("Are you the boss?");

alert( isBoss ); // true if OK is pressed

## JavaScript Output

JavaScript can "display" data in different ways:

* Writing into an HTML element, using innerHTML.
* Writing into the HTML output using document.write().
* Writing into an alert box, using window.alert().
* Writing into the browser console, using console.log().

### Using innerHTML

To access an HTML element, JavaScript can use the document.getElementById(id) method.

The id attribute defines the HTML element. The innerHTML property defines the HTML content:

Example

<!DOCTYPE html>  
<html>  
<body>  
  
<h1>My First Web Page</h1>  
<p>My First Paragraph</p>  
  
<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML = 5 + 6;  
</script>  
  
</body>  
</html>

Changing the innerHTML property of an HTML element is a common way to display data in HTML.

### Using document.write()

For testing purposes, it is convenient to use document.write():

Example

<!DOCTYPE html>  
<html>  
<body>  
  
<h1>My First Web Page</h1>  
<p>My first paragraph.</p>  
  
<script>  
document.write(5 + 6);  
</script>  
  
</body>  
</html>

Using document.write() **after** an HTML document is loaded, will **delete all existing HTML**:

The following Example is different from the above in that document.write() is called after the document is loaded.

<!DOCTYPE html>  
<html>  
<body>  
  
<h1>My First Web Page</h1>  
<p>My first paragraph.</p>  
  
<button type="button" onclick="document.write(5 + 6)">Try it</button>  
  
</body>  
</html>

The document.write() method should only be used for testing.

### Using window.alert()

You can use an alert box to display data:

Example

<!DOCTYPE html>  
<html>  
<body>  
  
<h1>My First Web Page</h1>  
<p>My first paragraph.</p>  
  
<script>  
window.alert(5 + 6);  
</script>  
  
</body>  
</html>

You can skip the window keyword.

In JavaScript, the window object is the global scope object, that means that variables, properties, and methods by default belong to the window object. This also means that specifying the window keyword is optional:

Example

<!DOCTYPE html>  
<html>  
<body>  
  
<h1>My First Web Page</h1>  
<p>My first paragraph.</p>  
  
<script>  
alert(5 + 6);  
</script>  
  
</body>  
</html>

### Using console.log()

For debugging purposes, you can call the console.log() method in the browser to display data.

Example

<!DOCTYPE html>  
<html>  
<body>  
  
<script>  
console.log(5 + 6);  
</script>  
  
</body>  
</html>

### JavaScript Print

JavaScript does not have any print object or print methods.

You cannot access output devices from JavaScript.

The only exception is that you can call the window.print() method in the browser to print the content of the current window.

Example

<!DOCTYPE html>  
<html>  
<body>  
  
<button onclick="window.print()">Print this page</button>  
  
</body>  
</html>

# JavaScript Syntax

Javascript statements are executed, one by one, in the same order as they are written.

Semicolons separate JavaScript statements.

JavaScript ignores multiple spaces. You can add white space to your script to make it more readable.

Two types of values in Javascript: Fixed values (Literals) and Variable values (variables)

Literals:

* **Numbers** are written with or without decimals
* **Strings** are text, written within double or single quotes

Variables: JavaScript uses the var keyword to **declare** variables. An **equal sign** is used to **assign values** to variables.

JavaScript Expressions, e.g. 5\*10, x+3, without assignment will be displayed.

JavaScript Identifiers (names) are used to name variables, functions: the first character must be a letter, or an underscore (\_), or a dollar sign ($).

JavaScript is case-sensitive and uses lower camel case.

# Data types

## Primitive (boolean, number, string, undefined, null, symbol) and Object

All values belong to one of 8 types:

|  |  |
| --- | --- |
| **Type** | **Values of the Type** |
| Undefined | Only one value: undefined. Means “I don’t know,” “I don’t care”, or “None of your business.” |
| Null | Only one value: null. Means “no value.” |
| Boolean | Only two values: true and false. |
| Number | The IEEE 754 64-bit floating point values. Values that are integers can be expressed in binary, octal, decimal, or hex; non-integers must be expressed in decimal. Examples:   * 8 * 7.23342 * 6.02e23 * 0xff3e * 0b11010100001010 * 0o237 * Infinity * NaN |
| BigInt | Arbitrary-precision integers. Needed because the Number type can not represent most integers with a magnitude above 9007199254740992. Examples:   * 3n * 2098321521257182187525313919187155317815353517831735173173551735173n |
| String | Immutable sequences of zero or more UTF-16 code units. You can delimit them with apostrophes, quotation marks, or backticks. Examples:   * "hello" * "She said 'I don’t think so 😎'... (╯°□°）╯︵ ┻━┻)" * 'x = "4"' * "abc\tdef\"\r\nghi\n🏄‍♀️🏀\n" * "Olé" * "Ol\xe9" * 'Will I?\u043d\u0435\u0442\u263a' * `The sum of ${x} and ${y} is probably ${x + y}`   Only backtick-delimited literals can span lines and support interpolation. |
| Symbol | Unique things. Every time you create a symbol, you get a new thing, different from all other symbols. This is not necessarily true of strings. Examples:   * Symbol() * Symbol('dog') * Symbol('dog') // different from the one above |
| Object | Everything that isn’t one of the above types. Examples:   * {} * {latitude: 74.2, longitude: -153.11} * [true, true, {last: false, value: 'okay'}, [0, 0, 2]] * new Set([5, 1, 2]) * new Date(2000, 12, 31) * (x, y) => x \* x + y \* y * /Boo+m!?/gi   Certain kinds of objects, such as arrays, functions and regular expressions have special syntactic forms, but to JavaScript they are just considered to have the type Object. |

## Primitve are immutable, Objects are mutable

A **mutable object** is an object whose state can be modified after it is created.

**Immutables** are the objects whose state cannot be changed once the object is created.

In [JavaScript](https://developer.mozilla.org/en-US/docs/Glossary/JavaScript), only [objects](https://developer.mozilla.org/en-US/docs/Glossary/Object) and [arrays](https://developer.mozilla.org/en-US/docs/Glossary/Array) are mutable. **Strings and Numbers** are **Immutable**. Lets understand this with an example:

var immutableString = "Hello";

// In the above code, a new object with string value is created.

immutableString = immutableString + "World";

// We are now appending "World" to the existing value.

On appending the "immutableString" with a string value, following events occur:

1. Existing value of "immutableString" is retrieved
2. "World" is appended to the existing value of "immutableString"
3. The resultant value is then allocated to a new block of memory
4. "immutableString" object now points to the newly created memory space
5. Previously created memory space is now available for garbage collection.

## Objects

An instance of Object data type is called an object, which is a collection of related variables and functions.

### Create an object

There are two ways to create an object:

* Create an object literal by writing out the object content:

const person = {

name: ['Bob', 'Smith'],

age: 32,

gender: 'male',

interests: ['music', 'skiing'],

bio: function() {

alert(this.name[0] + ' ' + this.name[1] + ' is ' + this.age + ' years old. He likes ' + this.interests[0] + ' and ' + this.interests[1] + '.');

},

greeting: function() {

alert('Hi! I\'m ' + this.name[0] + '.');

}

};

* Instantiate an object of Object class:

let person = new Object();

person.name = "Nicholas";

person.age = 29;

It’s also possible to create an object with only the default properties and methods using object literal notation by leaving the space between the curly braces empty, such as this for the above example:

let person = {}; // same as new Object()

person.name = "Nicholas";

person.age = 29;

Note: A member of an object can be another object.

For example, try changing the name member from

name: ['Bob', 'Smith'],

to

name : {

first: 'Bob',

last: 'Smith'

},

Here we are effectively creating a **sub-namespace**. This sounds complex, but really it's not — to access these items you just need to chain the extra step onto the end with another dot. Try these in the JS console:

person.name.first

person.name.last

### Get/Set data of an object by dot or bracket notation

To get data of an object:

Dot

person.name

person.name[0]

person.age

person.interests[1]

person.bio()

person.greeting()

Bracket notation

person['age']

To set data of an object:

person.age = 45;

person['name']['last'] = 'Cratchit';

Setting members doesn't just stop at updating the values of existing properties and methods; you can also create completely new members. Try these in the JS console:

person['eyes'] = 'hazel';

person.farewell = function() { alert("Bye everybody!"); }

**Bracket notation can be used to create dynamically new data members**

For example: create a new data member whose name, value is given dynamically by myDataName, myDataValue:

let myDataName = nameInput.value;

let myDataValue = nameValue.value;

We could then add this new member name and value to the person object like this:

person[myDataName] = myDataValue;

### this keyword refers to the current object

The this keyword refers to the current object the code is being written inside — so in the example of person object above, this is equivalent to person.

greeting: function() {

alert('Hi! I\'m ' + this.name.first + '.');

}

### Global object

The global object provides variables and functions that are available anywhere. By default, those that are built into the language or the environment.

In a browser it is named window, for Node.js it is global, for other environments it may have another name.

Recently, globalThis was added to the language, as a standardized name for a global object, that should be supported across all environments. It’s supported in all major browsers.

We’ll use window here, assuming that our environment is a browser. If your script may run in other environments, it’s better to use globalThis instead.

All properties of the global object can be accessed directly:

alert("Hello");

// is the same as

window.alert("Hello");

In a browser, global functions and variables declared with var (not let/const!) become the property of the global object:

var gVar = 5;

alert(window.gVar); // 5 (became a property of the global object)

The same effect have function declarations (statements with function keyword in the main code flow, not function expressions).

Please don’t rely on that! This behavior exists for compatibility reasons. Modern scripts use [JavaScript modules](https://javascript.info/modules) where such thing doesn’t happen.

If we used let instead, such thing wouldn’t happen:

let gLet = 5;

alert(window.gLet); // undefined (doesn't become a property of the global object)

If a value is so important that you’d like to make it available globally, write it directly as a property:

// make current user information global, to let all scripts access it

window.currentUser = {

name: "John"

};

// somewhere else in code

alert(currentUser.name); // John

// or, if we have a local variable with the name "currentUser"

// get it from window explicitly (safe!)

alert(window.currentUser.name); // John

That said, using global variables is generally discouraged. There should be as few global variables as possible. The code design where a function gets “input” variables and produces certain “outcome” is clearer, less prone to errors and easier to test than if it uses outer or global variables.

## Array

An array is a list of elements that are implemented by a sequence of **consecutive** memory unit

### Create an array and access its element

#### Create an array like a literal or an instance of Array class

* Literal:

var cars = ["Saab", "Volvo", "BMW"];

var cars = [  
  "Saab",  
  "Volvo",  
  "BMW"  
];

* Create an instance of Array class

var cars = new Array("Saab", "Volvo", "BMW");

It’s better to create an array as a literal than an instance of Array class

var points = new Array(40, 100);  // Creates an array with two elements (40 and 100)

but

var points = new Array(40);  // Creates an array with 40 undefined elements !!!!!

#### Set/get elements of array

Access the whole array by using the array’s name

var cars = ["Saab", "Volvo", "BMW"];  
document.getElementById("demo").innerHTML = cars;

Access an element through its index (which starts out by 0):

var cars = ["Saab", "Volvo", "BMW"];  
document.getElementById("demo").innerHTML = cars[0];

cars[0] = "Opel";

var x = cars.length;   // The length property returns the number of elements  
var y = cars.sort();   // The sort() method sorts arrays

New element can also be added to an array using the length property:

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits[fruits.length] = "Lemon";    // adds a new element (Lemon) to fruits

### Array vs Object

Arrays are a special type of objects. The typeof operator in JavaScript returns "object" for arrays.

Arrays use **numbers** to access its "elements" while Objects use **names**. So in the following example, for array: person[0] returns “John”, for object: person.firstName or person[‘firstName’] returns John

var person = ["John", "Doe", 46];

var person = {firstName:"John", lastName:"Doe", age:46};

### push() pop() splice()

#### push() or pop() the last element

The pop() method removes the last element from an array:

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.pop();              // Removes the last element ("Mango") from fruits

The push() method adds a new element to an array (at the end):

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.push("Kiwi");       //  Adds a new element ("Kiwi") to fruits

#### Add or remove any element with splice()

The splice() method can be used to add new items to an array:

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.splice(2, 1, "Lemon", "Kiwi");

Original Array:  
Banana,Orange,Apple,Mango

New Array:  
Banana,Orange,Lemon,Kiwi,Apple,Mango

The first parameter (2) defines the position **where** new elements should be **added** (spliced in).

The second parameter (1) defines **how many** elements should be **removed**.

The rest of the parameters ("Lemon" , "Kiwi") define the new elements to be **added**.

The splice() method returns a new array.

The splice() can be used to remove elements without leaving "holes" in the array:

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.splice(0, 1);        // Removes the first element of fruits

The first parameter (0) defines the position where new elements should be **added** (spliced in).

The second parameter (1) defines **how many** elements should be **removed**.

The rest of the parameters are omitted. No new elements will be added.

### sort()

The sort() function, by default sorts values as **strings** in the alphabetical order. The reverse() method reverses that order

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.sort();        // Sorts the elements of fruits so Apple comes before “Banana”

You can provide a compare function to sort your array according to your own order.

The compare function should return a negative, zero, or positive value, depending on the arguments:

function(a, b){return a - b}

When the sort() function compares two values, it sends the values to the compare function, and sorts the values according to the returned (negative, zero, positive) value.

If the result is negative a is sorted before b.

If the result is positive b is sorted before a.

If the result is 0 no changes are done with the sort order of the two values.

For example, to sort an array of numbers ascendingly:

var points = [40, 100, 1, 5, 25, 10];  
points.sort(function(a, b){return a - b});

To sort an array in a random order:

var points = [40, 100, 1, 5, 25, 10];  
points.sort(function(a, b){return 0.5 - Math.random()});

## Operator == vs ===

The difference between == and === is that:

* == **converts** the variable values to the **same** type before performing comparison. This is called [type coercion](https://developer.mozilla.org/en-US/docs/Glossary/Type_coercion).
* === does **not** do any type conversion (coercion) and returns true only **if** both values **and** types are identical for the two variables being compared.

var one = 1;

var one\_again = 1;

var one\_string = "1"; // note: this is string

console.log(one == one\_again); // true

console.log(one === one\_again); // true

console.log(one == one\_string); // true. See below for explanation.

console.log(one === one\_string); // false. See below for explanation.

= and === have their counterparts when it comes to checking for inequality:

* !=: Converts values if variables are different types before checking for inequality
* !==: Checks both type and value for the two variables being compared

var one = 1;

var one\_again = 1;

var one\_string = "1"; // note: this is a string

console.log(one != one\_again); // false

console.log(one != one\_string); // false

console.log(one !== one\_string);// true. Types are different

## typeof returns the type of a variable

The typeof operator returns a string indicating the type of the following operand.

typeof operand

typeof(operand)

Example:

typeof 37 === 'number';

typeof '' === 'string';

typeof Infinity === 'number';

typeof NaN === 'number'; // Despite being "Not-A-Number"

// Objects

typeof {a: 1} === 'object';

// use Array.isArray or Object.prototype.toString.call

// to differentiate regular objects from arrays

typeof [1, 2, 4] === 'object';

typeof new Date() === 'object';

typeof undeclaredVariable === 'undefined';

// Functions

typeof function() {} === 'function';

typeof class C {} === 'function';

typeof Math.sin === 'function';

# Functions and function type

## function expression and function type

Javascript’s function declaration requires “function” keyword, but no return type, no argument types.

Function declaration can be used as a value in an expression, so comes the name function expression.

<script>

    function factorial(n){

        if(n <= 1) return 1;

        else return n\*factorial(n-1);

    }

    // Show the value of factorial, factorial(4)

    console.log('The source code of factorial function is: \n' + factorial);

    console.log('The value of factorial function at 4 is: ' + factorial(4));

    // Now change the value of factorial

    factorial = function negativeOne(){return -1;}

    console.log('After modified, the source code of factorial is: \n' + factorial);

    console.log('The value of the new factorial function is: ' + factorial());

    console.log('The value of negativeOne function is ' + negativeOne()); // Doesn’t compile

</script>

Output:

![](data:image/png;base64,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)

When you declare a function (but don’t assign it explicitly to any variable), JS automatically declares a variable whose type is ‘function’ (a kind of Object), whose name is the function name, and whose value is the function source code. When you call this function variable, you get the source code of the function. If you add “(argument)” to the function variable, you get the value of function at argument.

When you assign a function expression (i.e. the function declaration) to a variable (so the variable is of ‘function’ type), you cannot call the function through the function name, but only through the variable name so the function name becomes optional. The function name is still needed in the case you want to do recursion, like calculating factorial.

<script>

    var x = function factorial(n){

        if(n <= 1) return 1;

        else return n\*factorial(n-1);

    }

    // Show the value of factorial, factorial(4) through x

    console.log('The source code of factorial function is: \n' + x);

    console.log('The value of factorial function at 4 is: ' + x(4));

    // Show the value of factorial, factorial(4) through factorial --> error

    console.log('The source code of factorial function is: \n' + factorial); // error

    console.log('The value of factorial function at 4 is: ' + factorial(4)); // error

</script>
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Function expressions are sometimes defined and immediately invoked:

let fourFactorial = (function factorial(n){

    if(n <= 1) return 1;

    else return n\*factorial(n-1);

}(4));

// though 'factorial' name is optional, it's needed here for recursion

Function declaration statements are “hoisted” to the top of the enclosing script, function, or block so that functions defined in this way may be invoked from code that appears before the definition. In contrast, for a function that is defined in a function expression, you can only use the function after the function expression.

## Callback functions

Function expression can be passed as an argument into another function. Firstly, function *arg* is passed into function *Func* as an argument and then while being executed, Func calls arg back, and hence function arg is called a “callback” function.

Example: We’ll write a function ask(question, yes, no) that ask the question and, depending on the user’s answer, call yes() or no():

function ask(question, yes, no) {

if (confirm(question)) yes()

else no();

}

function showOk() {

alert( "You agreed." );

}

function showCancel() {

alert( "You canceled the execution." );

}

// usage: functions showOk, showCancel are passed as arguments to ask

ask("Do you agree?", showOk, showCancel);

The “callback” term means we pass a function and expect it to be “called back” later if necessary. In our case, showOk becomes the callback for “yes” answer, and showCancel for “no” answer.

We can use Function Expressions to write the same function much shorter:

function ask(question, yes, no) {

if (confirm(question)) yes()

else no();

}

ask(

"Do you agree?",

function() { alert("You agreed."); },

function() { alert("You canceled the execution."); }

);

## Arrow functions

Arrow functions are a style of writing functions shorter.

let func = function(arg1, arg2, ...argN) {

return expression;

};

Can be shortened as:

let func = (arg1, arg2, ...argN) => expression

Example:

let sum = (a, b) => a + b;

/\* This arrow function is a shorter form of:

let sum = function(a, b) { return a + b;};

\*/

alert( sum(1, 2) ); // 3

When the function is complex, use { }

let sum = (a, b) => { // the curly brace opens a multiline function

let result = a + b;

return result; // if we use curly braces, then we need an explicit "return"

};

alert( sum(1, 2) ); // 3

# Browser environment

## Window object

Browser window is represented by an object called “window” that provide methods for JS code to control. For example we use “window” object to show the window height:

alert(window.innerHeight); // inner window height

This “window” object is a global object, so everything belongs to it, for example when we define a function it becomes a method of “window”

function sayHi() {

alert("Hello");

}

// global functions are methods of the global object:

window.sayHi();

This window object contains DOM and BOM
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### [DOM (Document Object Model)](https://javascript.info/browser-environment" \l "dom-document-object-model)

Document Object Model, or DOM for short, represents all page content as objects that can be modified.

The document object is the main “entry point” to the page. We can change or create anything on the page using it.

For instance:

// change the background color to red

document.body.style.background = "red";

// change it back after 1 second

setTimeout(() => document.body.style.background = "", 1000);

### [BOM (Browser Object Model)](https://javascript.info/browser-environment" \l "bom-browser-object-model)

The Browser Object Model (BOM) represents additional objects provided by the browser (host environment) for working with everything except the document.

For instance:

* The [navigator](https://developer.mozilla.org/en-US/docs/Web/API/Window/navigator) object provides background information about the browser and the operating system. There are many properties, but the two most widely known are: navigator.userAgent – about the current browser, and navigator.platform – about the platform (can help to differ between Windows/Linux/Mac etc).
* The [location](https://developer.mozilla.org/en-US/docs/Web/API/Window/location) object allows us to read the current URL and can redirect the browser to a new one.

Here’s how we can use the location object:

alert(location.href); // shows current URL

if (confirm("Go to Wikipedia?")) {

location.href = "https://wikipedia.org"; // redirect the browser to another URL

}

Functions alert/confirm/prompt are also a part of BOM: they are directly not related to the document, but represent pure browser methods of communicating with the user.

Array vs Object

in web browsers or on V8 engine

Data types:

* String
* Number
* Boolean
* Object
* Function

Array vs

# MISC